# Java - Methods

A Java method is a collection of statements that are grouped together to perform an operation. When you call the **System.out.println()** method, for example, the system actually executes several statements in order to display a message on the console.

Now you will learn how to create your own methods with or without return values, invoke a method with or without parameters, and apply method abstraction in the program design.

## Creating Method

Considering the following example to explain the syntax of a method −

**Syntax**

public static int methodName(int a, int b) {

// body

}

Here,

* **public static** − modifier
* **int** − return type
* **methodName** − name of the method
* **a, b** − formal parameters
* **int a, int b** − list of parameters

Method definition consists of a method header and a method body. The same is shown in the following syntax −

**Syntax of method:**

modifier returnType nameOfMethod (Parameter List) {

// method body

}

The syntax shown above includes −

* **modifier** − It defines the access type of the method and it is optional to use.
* **returnType** − Method may return a value.
* **nameOfMethod** − This is the method name. The method signature consists of the method name and the parameter list.
* **Parameter List** − The list of parameters, it is the type, order, and number of parameters of a method. These are optional, method may contain zero parameters.
* **method body** − The method body defines what the method does with the statements.

**Example**

Here is the source code of the above defined method called **max()**. This method takes two parameters num1 and num2 and returns the maximum between the two −

/\*\* the snippet returns the minimum between two numbers \*/

public static int minFunction(int n1, int n2) {

int min;

if (n1 > n2)

min = n2;

else

min = n1;

return min;

}

## Method Calling

For using a method, it should be called. There are two ways in which a method is called i.e., method returns a value or returning nothing (no return value).

The process of method calling is simple. When a program invokes a method, the program control gets transferred to the called method. This called method then returns control to the caller in two conditions, when −

* the return statement is executed.
* it reaches the method ending closing brace.

The methods returning void is considered as call to a statement. Lets consider an example −

System.out.println("This is tutorialspoint.com!");

The method returning value can be understood by the following example −

int result = sum(6, 9);

Following is the example to demonstrate how to define a method and how to call it −

**Example**

public class ExampleMinNumber {

public static void main(String[] args) {

int a = 11;

int b = 6;

int c = minFunction(a, b);

System.out.println("Minimum Value = " + c);

}

/\*\* returns the minimum of two numbers \*/

public static int minFunction(int n1, int n2) {

int min;

if (n1 > n2)

min = n2;

else

min = n1;

return min;

}

}

This will produce the following result −

**Output**

Minimum value = 6

## The void Keyword

The void keyword allows us to create methods which do not return a value. Here, in the following example we're considering a void method *methodRankPoints*. This method is a void method, which does not return any value. Call to a void method must be a statement i.e. *methodRankPoints(255.7);*. It is a Java statement which ends with a semicolon as shown in the following example.

**Example**

public class ExampleVoid {

public static void main(String[] args) {

methodRankPoints(255.7);

}

public static void methodRankPoints(double points) {

if (points >= 202.5) {

System.out.println("Rank:A1");

}else if (points >= 122.4) {

System.out.println("Rank:A2");

}else {

System.out.println("Rank:A3");

}

}

}

This will produce the following result −

**Output**

Rank:A1

## Passing Parameters by Value

While working under calling process, arguments is to be passed. These should be in the same order as their respective parameters in the method specification. Parameters can be passed by value or by reference.

Passing Parameters by Value means calling a method with a parameter. Through this, the argument value is passed to the parameter.

**Example**

The following program shows an example of passing parameter by value. The values of the arguments remains the same even after the method invocation.

public class swappingExample {

public static void main(String[] args) {

int a = 30;

int b = 45;

System.out.println("Before swapping, a = " + a + " and b = " + b);

// Invoke the swap method

swapFunction(a, b);

System.out.println("\n\*\*Now, Before and After swapping values will be same here\*\*:");

System.out.println("After swapping, a = " + a + " and b is " + b);

}

public static void swapFunction(int a, int b) {

System.out.println("Before swapping(Inside), a = " + a + " b = " + b);

// Swap n1 with n2

int c = a;

a = b;

b = c;

System.out.println("After swapping(Inside), a = " + a + " b = " + b);

}

}

This will produce the following result −

**Output**

Before swapping, a = 30 and b = 45

Before swapping(Inside), a = 30 b = 45

After swapping(Inside), a = 45 b = 30

\*\*Now, Before and After swapping values will be same here\*\*:

After swapping, a = 30 and b is 45

## Method Overloading

When a class has two or more methods by the same name but different parameters, it is known as method overloading. It is different from overriding. In overriding, a method has the same method name, type, number of parameters, etc.

Let’s consider the example discussed earlier for finding minimum numbers of integer type. If, let’s say we want to find the minimum number of double type. Then the concept of overloading will be introduced to create two or more methods with the same name but different parameters.

The following example explains the same −

**Example**

public class ExampleOverloading {

public static void main(String[] args) {

int a = 11;

int b = 6;

double c = 7.3;

double d = 9.4;

int result1 = minFunction(a, b);

// same function name with different parameters

double result2 = minFunction(c, d);

System.out.println("Minimum Value = " + result1);

System.out.println("Minimum Value = " + result2);

}

// for integer

public static int minFunction(int n1, int n2) {

int min;

if (n1 > n2)

min = n2;

else

min = n1;

return min;

}

// for double

public static double minFunction(double n1, double n2) {

double min;

if (n1 > n2)

min = n2;

else

min = n1;

return min;

}

}

This will produce the following result −

**Output**

Minimum Value = 6

Minimum Value = 7.3

Overloading methods makes program readable. Here, two methods are given by the same name but with different parameters. The minimum number from integer and double types is the result.

## Using Command-Line Arguments

Sometimes you will want to pass some information into a program when you run it. This is accomplished by passing command-line arguments to main( ).

A command-line argument is the information that directly follows the program's name on the command line when it is executed. To access the command-line arguments inside a Java program is quite easy. They are stored as strings in the String array passed to main( ).

**Example**

The following program displays all of the command-line arguments that it is called with −

public class CommandLine

{

public static void main(String args[]) {

for(int i = 0; i<args.length; i++) {

System.out.println("args[" + i + "]: " + args[i]);

}

}

}

Try executing this program as shown here −

$java CommandLine this is a command line 200 -100

This will produce the following result −

**Output**

args[0]: this

args[1]: is

args[2]: a

args[3]: command

args[4]: line

args[5]: 200

args[6]: -100

## The Constructors

A constructor initializes an object when it is created. It has the same name as its class and is syntactically similar to a method. However, constructors have no explicit return type.

Typically, you will use a constructor to give initial values to the instance variables defined by the class, or to perform any other startup procedures required to create a fully formed object.

All classes have constructors, whether you define one or not, because Java automatically provides a default constructor that initializes all member variables to zero. However, once you define your own constructor, the default constructor is no longer used.

**Example**

Here is a simple example that uses a constructor without parameters −

// A simple constructor.

class MyClass {

int x;

// Following is the constructor

MyClass() {

x = 10;

}

}

You will have to call constructor to initialize objects as follows −

public class ConsDemo {

public static void main(String args[]) {

MyClass t1 = new MyClass();

MyClass t2 = new MyClass();

System.out.println(t1.x + " " + t2.x);

}

}

**Output**

10 10

## Parameterized Constructor

Most often, you will need a constructor that accepts one or more parameters. Parameters are added to a constructor in the same way that they are added to a method, just declare them inside the parentheses after the constructor's name.

**Example**

Here is a simple example that uses a constructor with a parameter −

// A simple constructor.

class MyClass {

int x;

// Following is the constructor

MyClass(int i ) {

x = i;

}

}

You will need to call a constructor to initialize objects as follows −

public class ConsDemo {

public static void main(String args[]) {

MyClass t1 = new MyClass( 10 );

MyClass t2 = new MyClass( 20 );

System.out.println(t1.x + " " + t2.x);

}

}

This will produce the following result −

**Output**

10 20

## The this keyword

**this** is a keyword in Java which is used as a reference to the object of the current class, with in an instance method or a constructor. Using *this* you can refer the members of a class such as constructors, variables and methods.

**Note** − The keyword *this* is used only within instance methods or constructors

![This](data:image/jpeg;base64,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)

In general, the keyword *this* is used to −

* Differentiate the instance variables from local variables if they have same names, within a constructor or a method.

class Student {

int age;

Student(int age) {

this.age = age;

}

}

* Call one type of constructor (parametrized constructor or default) from other in a class. It is known as explicit constructor invocation.

class Student {

int age

Student() {

this(20);

}

Student(int age) {

this.age = age;

}

}

**Example**

Here is an example that uses *this* keyword to access the members of a class. Copy and paste the following program in a file with the name, **This\_Example.java**.

public class This\_Example {

// Instance variable num

int num = 10;

This\_Example() {

System.out.println("This is an example program on keyword this");

}

This\_Example(int num) {

// Invoking the default constructor

this();

// Assigning the local variable *num* to the instance variable *num*

this.num = num;

}

public void greet() {

System.out.println("Hi Welcome to Tutorialspoint");

}

public void print() {

// Local variable num

int num = 20;

// Printing the local variable

System.out.println("value of local variable num is : "+num);

// Printing the instance variable

System.out.println("value of instance variable num is : "+this.num);

// Invoking the greet method of a class

this.greet();

}

public static void main(String[] args) {

// Instantiating the class

This\_Example obj1 = new This\_Example();

// Invoking the print method

obj1.print();

// Passing a new value to the num variable through parametrized constructor

This\_Example obj2 = new This\_Example(30);

// Invoking the print method again

obj2.print();

}

}

This will produce the following result −

**Output**

This is an example program on keyword this

value of local variable num is : 20

value of instance variable num is : 10

Hi Welcome to Tutorialspoint

This is an example program on keyword this

value of local variable num is : 20

value of instance variable num is : 30

Hi Welcome to Tutorialspoint

## Variable Arguments(var-args)

JDK 1.5 enables you to pass a variable number of arguments of the same type to a method. The parameter in the method is declared as follows −

typeName... parameterName

In the method declaration, you specify the type followed by an ellipsis (...). Only one variable-length parameter may be specified in a method, and this parameter must be the last parameter. Any regular parameters must precede it.

**Example**

//Variable Arguments(var-args)

public class VarargsDemo {

public static void main(String args[]) {

// Call method with variable args

printMax(new double[]{34, 3, 3, 2, 56.5});

printMax(new double[]{1, 2, 3,4,5});

}

public static void printMax( double[] numbers) {

if (numbers.length == 0) {

System.out.println("No argument passed");

return;

}

double result = numbers[0];

for (int i = 1; i < numbers.length; i++)

if (numbers[i] > result)

result = numbers[i];

System.out.println("The max value is " + result);

}

}

This will produce the following result −

**Output**

The max value is 56.5

The max value is 3.0

}

Here, the keyword protected is a specifier that prevents access to finalize( ) by code defined outside its class.

This means that you cannot know when or even if finalize( ) will be executed. For example, if your program ends before garbage collection occurs, finalize( ) will not execute.

# Recursion in Java

Recursion in java is a process in which a method calls itself continuously. A method in java that calls itself is called recursive method.

It makes the code compact but complex to understand.

**Syntax:**

1. returntype methodname(){
2. //code to be executed
3. methodname();//calling same method
4. }

## Java Recursion Example 1: Infinite times

1. public class RecursionExample1 {
2. static void p(){
3. System.out.println("hello");
4. p();
5. }
7. public static void main(String[] args) {
8. p();
9. }
10. }

Output:

hello

hello

...

java.lang.StackOverflowError

## Java Recursion Example 2: Finite times

1. public class RecursionExample2 {
2. static int count=0;
3. static void p(){
4. count++;
5. if(count<=5){
6. System.out.println("hello "+count);
7. p();
8. }
9. }
10. public static void main(String[] args) {
11. p();
12. }
13. }

Output:

hello 1

hello 2

hello 3

hello 4

hello 5

## Java Recursion Example 3: Factorial Number

1. public class RecursionExample3 {
2. static int factorial(int n){
3. if (n == 1)
4. return 1;
5. else
6. return(n \* factorial(n-1));
7. }
9. public static void main(String[] args) {
10. System.out.println("Factorial of 5 is: "+factorial(5));
11. }
12. }

Output:

Factorial of 5 is: 120

**Working of above program:**

factorial(5)

factorial(4)

factorial(3)

factorial(2)

factorial(1)

return 1

return 2\*1 = 2

return 3\*2 = 6

return 4\*6 = 24

return 5\*24 = 120

## Java Recursion Example 4: Fibonacci Series

1. public class RecursionExample4 {
2. static int n1=0,n2=1,n3=0;
3. static void printFibo(int count){
4. if(count>0){
5. n3 = n1 + n2;
6. n1 = n2;
7. n2 = n3;
8. System.out.print(" "+n3);
9. printFibo(count-1);
10. }
11. }
13. public static void main(String[] args) {
14. int count=15;
15. System.out.print(n1+" "+n2);//printing 0 and 1
16. printFibo(count-2);//n-2 because 2 numbers are already printed
17. }
18. }

Output:

0 1 1 2 3 5 8 13 21 34 55 89 144 233 377